# **Reference guide: How to handle outliers**

Previously, you watched two videos about how to detect outliers and why handling outliers can be an important part of data cleaning. At this point, you likely have a good understanding of this. It is important to not only detect outliers, but also to have a plan for them.

That is precisely what you will review in this reading. Once you’ve detected outliers in your dataset—whether global, contextual, or collective—how do you handle them? When it comes to exploratory data analysis, or EDA, there are essentially three main ways to handle outliers: delete, reassign, or leave them in.

Whether you keep outliers as they are, delete them, or reassign values is a decision that you make on a dataset-by-dataset basis. To help you make the decision, you can start with these general guidelines:

* **Delete them:** If you are sure the outliers are mistakes, typos, or errors and the dataset will be used for modeling or machine learning, then you are more likely to decide to delete outliers. Of the three choices, you’ll use this one the least.
* **Reassign them:** If the dataset is small and/or the data will be used for modeling or machine learning, you are more likely to choose a path of deriving new values to replace the outlier values.
* **Leave them:** For a dataset that you plan to do EDA/analysis on and nothing else, or for a dataset you are preparing for a model that is resistant to outliers, it is most likely that you are going to leave them in.

The videos discussing outliers went into detail on how to handle outliers when you leave them in the dataset. In this reading, you will learn about some techniques for deleting and reassigning outliers.

## **1. Delete them**

For one way to delete outlier values, recall the coding you saw in the walkthrough video on outliers. In that video, the instructor coded a box plot to help you visualize two different outliers, as shown here:

box = sns.boxplot(x=df['number\_of\_strikes'])

g = plt.gca()

box.set\_xticklabels(np.array([readable\_numbers(x) for x in g.get\_xticks()]))

plt.xlabel('Number of strikes')

plt.title('Yearly number of lightning strikes');

![A box plot is shown with two outliers to the left, outside of the left whisker.](data:image/png;base64,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)

The instructor then used the following code to find the lower limit—8.6M.

# Calculate 25th percentile of annual strikes  
percentile25 = df['number\_of\_strikes'].quantile(0.25)

# Calculate 75th percentile of annual strikes  
percentile75 = df['number\_of\_strikes'].quantile(0.75)

# Calculate interquartile range  
iqr = percentile75 - percentile25

# Calculate upper and lower thresholds for outliers  
upper\_limit = percentile75 + 1.5 \* iqr  
lower\_limit = percentile25 - 1.5 \* iqr

print('Lower limit is: ', lower\_limit)  
print(upper\_limit)

Lower limit is: 8585016.625  
47356671.625

Next, a Boolean mask was used to filter the dataframe so it only contained rows where the number of strikes was less than the lower limit.

print(df[df['number\_of\_strikes'] < lower\_limit])

number\_of\_strikes year  
1 209166 2019  
33 7378836 1987

Once you know the cutoff points for outliers, if you want to delete them, you can use a Boolean mask to select all rows such that: lower limit ≤ values ≤ upper limit.

mask = (df['number\_of\_strikes'] >= lower\_limit) & (df['number\_of\_strikes']  
 <=upper\_limit)  
df = df[mask].copy()  
print(df)

number\_of\_strikes year

0 15620068 2020

2 44600989 2018

3 35095195 2017

4 41582229 2016

5 37894191 2015

6 34919173 2014

7 27600898 2013

8 28807552 2012

9 31392058 2011

10 29068965 2010

11 30100585 2009

12 29790934 2008

13 30529064 2007

14 33292382 2006

15 38168699 2005

16 40023951 2004

17 39092327 2003

18 29916767 2002

19 25470095 2001

20 26276135 2000

21 27758681 1999

22 28802221 1998

23 26986915 1997

24 26190094 1996

25 22763540 1995

26 25094010 1994

27 24206929 1993

28 16371876 1992

29 16900934 1991

30 15839052 1990

31 14245186 1989

32 9150440 1988

Next, you’ll consider reassigning outliers by deriving new values that are a better fit for the dataset.

## **2. Reassign them**

Instead of deleting outliers, you can always reassign them, that is, change the values to ones that fit within the general distribution of the dataset. There are two common ways to do this, but many different ways can be used, depending on your use case:

**1. Create a floor and ceiling at a quantile:** For example, you could place walls at the 90th and 10th percentile of the distribution of data values. Any value above the 90% mark or below the 10% mark are changed to fit within the walls you set. Here is an example of what that code might look like:

tenth\_percentile = np.percentile(df['number\_of\_strikes'], 10)  
ninetieth\_percentile = np.percentile(df['number\_of\_strikes'], 90)  
df['number\_of\_strikes'] = df['number\_of\_strikes'].apply(lambda x: (  
 tenth\_percentile if x < tenth\_percentile   
 else ninetieth\_percentile if x > ninetieth\_percentile   
 else x))

0 15620068.0

1 14657650.6

2 38815238.6

3 35095195.0

4 38815238.6

5 37894191.0

6 34919173.0

7 27600898.0

8 28807552.0

9 31392058.0

10 29068965.0

11 30100585.0

12 29790934.0

13 30529064.0

14 33292382.0

15 38168699.0

16 38815238.6

17 38815238.6

18 29916767.0

19 25470095.0

20 26276135.0

21 27758681.0

22 28802221.0

23 26986915.0

24 26190094.0

25 22763540.0

26 25094010.0

27 24206929.0

28 16371876.0

29 16900934.0

30 15839052.0

31 14657650.6

32 14657650.6

33 14657650.6

Name: number\_of\_strikes, dtype: float64

**2. Impute the average:** In some cases, it might be best to reassign all outlier values to match the median or mean value. This will ensure that your median and distribution are based solely on the non-outlier values, leaving the original outliers excluded. The actual imputation or reassigning of values can be pretty simple if you’ve already found the outliers. The following code block calculates the median of the values greater than the lower limit. Then it imputes the median where values are lower than the lower limit.

median = np.median(df['number\_of\_strikes'][df['number\_of\_strikes'] >=  
 lower\_limit])

df['number\_of\_strikes'] = np.where(df['number\_of\_strikes'] < lower\_limit,  
 median, df['number\_of\_strikes'] )

**Note:** Outside of EDA, machine learning and regression modeling have more complex variations on dealing with outliers. You will learn more about those topics later.

## 

## **Key Takeaways**

After detecting the outliers in a dataset, it is essential that you determine a strategy for how to handle them. Because every dataset and data-based problem is different, your strategy will vary. For the most part, you will be choosing between deleting, reassigning, or leaving outliers.